**Register Allocation using Liveness Information**

static int x;

static int y;

static int z;

static int res;

int f() {

int xy;

int yz;

int xz;

int res1;

xy = x \* y;

yz = y \* z;

xz = x \* z;

res1 = xy + yz;

res = res1 + xz;

}

How to generate code that we saw in [Register Machine Model in Scala](http://lara.epfl.ch/w/cc09:register_machine_model_in_scala)

Move(Register(1), Memory(xAddr)),

Move(Register(2), Memory(yAddr)),

Move(Register(3), Memory(zAddr)),

Quad(Register(4), Mul, Register(1), Register(2)),

Quad(Register(2), Mul, Register(2), Register(3)),

Quad(Register(4), Add, Register(4), Register(2)),

Quad(Register(1), Mul, Register(1), Register(3)),

Quad(Register(4), Add, Register(4), Register(1)),

Move(Memory(rAddr), Register(4))

One solution:

1. keep variables in registers when possible
2. run [Live-Variable Analysis](http://lara.epfl.ch/w/cc09:live-variable_analysis)
3. reuse registers if variable not used any more
4. if no available register, free a register by saving it to memory (’spilling’)

A lot of research was done and better techiques were found

**Liveness in the Example**

Variable is *not live* at a given program point if its current value will not be used in any future execution.

|  |  |
| --- | --- |
| **code** | **live variables** |
|  | {} |
| x = xAddr |  |
|  | {x} |
| y = yAddr |  |
|  | {x,y} |
| xy = x \* y |  |
|  | {xy,x,y} |
| z = zAddr |  |
|  | {xy,x,y,z} |
| yz = y \* z |  |
|  | {xy,yz,x,z} |
| xz = x \* z |  |
|  | {xy, yz,xz} |
| res1 = xy + yz |  |
|  | {res1,xz} |
| res = res1 + xz |  |
|  | {} |

Slightly differently ordered program:

|  |  |
| --- | --- |
| **code** | **live variables** |
|  | {} |
| x = xAddr |  |
|  | {x} |
| y = yAddr |  |
|  | {x,y} |
| xy = x \* y |  |
|  | {xy,x,y} |
| z = zAddr |  |
|  | {xy,x,y,z} |
| yz = y \* z |  |
|  | {xy,yz,x,z} |
| res1 = xy + yz |  |
|  | {res1,x,z} |
| xz = x \* z |  |
|  | {res1,xz} |
| res = res1 + xz |  |
|  | {} |

**Interference Graph**

Undirected graph

Nodes are variables: x,y,z,xy,yz,xz,res1

Edges: there is an edge ![${p,q}$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABwAAAANEAYAAADqF9LpAAAABmJLR0T///////8JWPfcAAAACW9GRnMAAAC4AAAA0QC0kNOIAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAAP8AAAFKAAd/BK3AAACfklEQVRIx7VWMUwqQRCdI7/CgiswseKuPBohWlihVFoZqSw0RhsTCwsStTJGCoyFhWeClYUkGlsvsZJGAtQKNtLJ0ULiWUA7v9g81txlw9d/vmbjuju8d/NmZjVmZmYawXFOTgqFrzsCudzhYaGgaZXK5aVtMw+Hnud5RP2+63Y6RIuLu7v5PFEiMT2dTmsa/RK63dfXZpO50bi9LZeJotFYTNeJhsPPT88DT6JKpVSybSKCwF7Pdd/fmev1m5vra2bs7+xMTcVizPf3xeLxMfNg4HkfH/L/uHd0NDeXSsn9sFfXbbVeXpgvLlZXV1aCPN7earWnJ+bT06WlhQXmq6vt7c1N5lGAx8dS6fxcXgRxCMTfKgI4hx8KSxj47O1ZlmGo4+MceEBPBKmfmVlezuWQck1rt2u1apXIMFKpdJooHk8kTDNovX6/2+10gpYOC7AarGhZmUw2G+QBvoA4RzQS6BcgvC4PquAPLGowPIHtdr1ercoEqAC+k5OGYZqyF0TUgQXxcYQROJmcn89mpQPCEui6rVazSRSPC+LjPoRlCR5AQCAs1+uJ7ui/AIiuJZpSuSy76G9BJRA88CH8CQkI9FsOGfLj7u7gIJ8nWl8/O7NtdW1g7OzvJ5Omyfzdmp2dFdbEOFLxAPwJ+eO/AEGZzMbG1pYULFZmzBvUhFj/3ZKNhsg45tU4rK2JDwghQqjkEY3quq7L2gs0Q3+7xTzzz8OwVszTsOJh3qnijiwKL4+rvZ8CL5Df6rKquBF5UFhxYkKkXDX3forn54cHx/m+pVVALQ8G4smoSkhEvOmYxRtTDlQ0h/8d5EIYc1iOAC/HKRa/1jAeBHAK9v8Cf0FoQZG7pd4AAAAgdEVYdHBkZjpIaVJlc0JvdW5kaW5nQm94ADYxMng3OTIrMCswn519VwAAABR0RVh0cGRmOlZlcnNpb24AUERGLTEuNCAcRzp4AAAAAElFTkSuQmCC)if at some program point ![$u$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAKCAYAAABi8KSDAAAABmJLR0QA/wD/AP+gvaeTAAAACW9GRnMAAAC5AAAA0QB/zAAtAAAACXBIWXMAAAB4AAAAeACd9VpgAAABBUlEQVQY03VRsU6DUBQ9kE4sfQMzMLpBOmPiDzThA2pk8Ss6lKF+hQuJ3SHyARLKKqUsZRNYJRGHuh4H5UkHb3KHm3vuOefmgCTa44HRdsPH+zu2xwNJYuxou+Hrc0SSUAEg34Xw1oGiCYH4IcC08l2IvmsAAGpXldRNCwDQtw20uZDAIol5HgYslt4P+OtzgLvy0VUlT1kK99aX4HqfwrQd6IalAMDs6vpG+ZWjaTsY51FJNyx5rP63AICuKmHYjpxn04W3DqYWpN96n7Jvmz9mbS4unsufQum3zlK4K1+RzIulhyKJoQnBIomhmxa6qkSRxJQM0wDe2zeeshcZynn4uAjpGzZWmu+xdw3fAAAAPHRFWHRjb21tZW50ACBJbWFnZSBnZW5lcmF0ZWQgYnkgRVNQIEdob3N0c2NyaXB0IChkZXZpY2U9cG5tcmF3KQqjlPTDAAAAAElFTkSuQmCC), we have ![${p,q} \subseteq live(u)$](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHAAAAAUEAYAAAAFFWVEAAAABmJLR0T///////8JWPfcAAAACW9GRnMAAAC4AAAA0gCfvYBLAAAACXBIWXMAAAB4AAAAeACd9VpgAAAACXZwQWcAAAP8AAAFKAAd/BK3AAAGVElEQVR42u2cPWiTXRTHb17eqQ7NUEGXpmNcbNHBpVWnOomZFKpiBi2KogGpFEQsogh+YJS6WMFCteDUoIvtYmgcXKqpS7KZZG3BOLTrfYfLL8+bk1zvk+RJ09r8l0vSJ7nnnns+/ufcm4a01lpr1UUXfyVKpR8/slmt19eLxUJBqUOHTp6MxUKhds+bSj14MDWltZlPqf7+gweHhmrn/afTCuoiGHz58vbt7KzWr1+Pj8fjWl+5sn9/OKx1Pp/JpNO7L8TieN++ffyYSm2d44FY7PbtqalQiPnX10ulQqF2H0LdDNgc5Aab141/z/Xr79+nUsEZhpFH65mZ8fF4XKmnT/P5QkGpnp7e3nDYPg8R2ziyUk+e5HKFwtYZbFDY3Pz9u1zWen5+YiKRUOrixVevZmc7tw6XPP92WmE7BVKRPT3hcDis1PDwuXPxuBfxOi0ngSASGRwcGnI7HjAUSamxsUePkslOr6J5LC1NTyeTSg0Pnz8fj3daGk//0ejRo8ePa02gq9gLGbA7/nl8/vz06VOntF5Z+fBhYUHrTstjGx8+PHHi2DGtFxbu3797d/vKGfS4sVEu//qlNevvtDyu/eF1twZ0gNrKRLCtryX8ggxdLK6uZrNKIe9uAaVANDoysp3XjXyUCjUUlBQp3ydlLi29fJlMar25WS6Xy0rRXRodvXYtkbB3e4ICtRe1iknxGCByelSkVWrIPKZWa9eqWkc+v7ycTnuvzUa7az75vk1fODh6dX2O7zdNIKUmJz99Sqft8tCkkN/P/gLsTFJrqHejDihr+epuqT3gzs/fupVIaN3XF4kMDCg1Onr1aiLhn+qjl0pqXFsrFn/+1DqTmZt788ZLkZcv79vX2+tRGlK9/NydO0eODA62L/UXi6ur379rDRWUcuRyy8ufP3sUZGbm0qULF1qXh/k6TV1c47t3ExM3bnj6sT3H/qJPuc+2z8n9Z7R9jnlc38tzN29Go5GI1uyjfI75Fhenp589q/0765brco2SqvPaZT/I22hJIu24QkGr27W1bVOKWhl5+vr6+wcGQqG1NRM5gm57E3lfvDhzJhazR0AiCxSsv980IXYLyIAu6kmEh6lAhWjaSJAh0C96J1MdOFB/PtOcCoVGRuo3Q7Avkym9ZpYtc8NwZEYEuZxZv18Ghp1i79Xv2+0HfWxsGAbYKNVHPuStUFAEQcFyY3A0myL9i9AY2GgUb9ug+hSs9fnZeAKB367iVgH9EwBd65YGIwOvbf1QMfQANTdtdft8UDQJ9hVDJrDKdbGvyOGX6vkFDoFjEcBt68JB9+4162rVHioOKB3ML6eWhk+kDAos2GYgUl4UE1QtSmTG4IwBBLe+1vVj9L9njzkWca2bAIYjrawYBxwbe/y4Xm0nAx56wLFctaYtY+H4ZNDq2s/LuAQMWwJoFlJu5Dl82NiZbb5SKdgml7ULysa6HArDR5FBZwgiki2SevJmMn4oWKOASqEPmEFwM7SGZpsPOBIG53ffXBmz+jmveyxB5pPnqIxk3KAdzwYX9ax9LphEU+OAtZSmvgKJoJnM3JzJDNUUImjYHFC234POwABKggHSBYO6tG/lf4at9rN1OYHNkbwut9Gr/JxfPRMYbA7kUTiTuf3Cpm8SQLP74VqXq/ZDb37lR96aYwhJKW0RlhshZ88a6mKjIvKK0+Tk4mI67Z9SEKFpHig1MvL/vyMHaNf5FxkCR5Tta5fB29DqVTRqIwKUzXEkMDhZ23G8ZMuIOI5tPzBE1z7g+F4AqZ/B5fGHLfOy/uomk389si7WLyGPR7BfzoldjAAgH/LW3AUlsvNacng2HIW5DqalAzZ6dUteAas2NO85NvLeva9fs9nt0yRpNzAAAiX7ZesWAxkw5Dmq7XOuc1gMH+rukt8VuOSVP5tc6AEDb/T8l64ojiYdmIAi/458fptD+Fcl4MhzCs7z5HlgUGPQV6Q4r9ltV6+6Y/W4U66iyfPySg1IpnHVfs1CnicFhaCL4i52JrxLz9VXvTotF7BR1UoNKNvZQXefqJWC+tUAzaJmD0T9gppG1sZBIeifI+12QL0pWfzWZu0CiQ37r9lvqCapmxQJpeOqWbMpl6s6titGjY7yqpC8KtfoVaTu+HeO2EGnSxOuCNrssvuD3C7+amz3f0nxHwA6FinBHspZAAAAIHRFWHRwZGY6SGlSZXNCb3VuZGluZ0JveAA2MTJ4NzkyKzArMJ+dfVcAAAAUdEVYdHBkZjpWZXJzaW9uAFBERi0xLjQgHEc6eAAAAABJRU5ErkJggg==)

* both variables are live at the same time at some point

**A Register Allocation Algorithm**

Starting point:

* assign variables to memory
* assume temporary (intermediate) values will be in registers
* introduce explicit instructions to move between memory and registers

Goal is to assign temporaries to a limited number of K registers

If two temporary variables are both live at same point, we cannot keep them in same register

Algorithm phases:

**Build: construct interference graph**

* nodes are temporary variables
* there is edge if two variables both live at some program point

Goal: color the graph using K colors such that adjecent nodes have different color

* colors are registers
* if we need values of two temporaries, we can store them in different registers

**Simplify**

If there is a node with less than K neighbors, we will always be able to color it!

* so we can remove it from the graph

This reduces graph size

* it is incomplete
* e.g. every planar can be colored by at most 4 colors (and can have nodes with 100 neighbors)

**Spill**

If every node has K or more neighbors, we remove one of them

* we mark it as node for potential spilling
* then remove it and continue

**Select**

Assign colors backwards, adding nodes that were removed

If we find a node that was spilled, we check if we are lucky that we can color it

* if yes, continue
* if no, insert instructions to save and load values from memory
* restart (now we have graph that is easier to color)

For the first of the examples, we can remove the nodes e.g. in this order:

res1

xz

xy

y

x

z

yz

This gives a 4-coloring

Suppose we try to do it with 3 registers only. We get potential spill trying to color xy. So we change the program to introduce a location in memory (e.g. on stack frame) to store the value of xy right after we assign to it and reload it immediately afterwards. We get this program:

|  |  |
| --- | --- |
| **code** | **live variables** |
|  | {} |
| x = xAddr |  |
|  | {x} |
| y = yAddr |  |
|  | {x,y} |
| xy = x \* y |  |
|  | {x,y,xy} |
| xyAddr = xy |  |
|  | {x,y} |
| z = zAddr |  |
|  | {x,y,z} |
| yz = y \* z |  |
|  | {yz,x,z} |
| xz = x \* z |  |
|  | {yz,xz} |
| xy1 = xyAddr |  |
|  | {xy1,yz,xz} |
| res1 = xy1 + yz |  |
|  | {res1,xz} |
| res = res1 + xz |  |
|  | {} |

Note that xy was split into xy and xy1, each of which has shorter life span. It “hibernates” in memory and is woken up when the value is loaded.

We succeed in coloring it, e.g. with these colors:

res1 -> 1

xz -> 3

xy1 -> 2

yz -> 1

xy -> 1

y -> 3

x -> 2

z -> 1

**Conservative Coalescing**

Suppose that variables tmp1 and tmp2 are both assigned to the same register R and the program has an instruction:

tmp2 = tmp1

which moves the value of tmp1 into tmp2. This instruction then becomes

R = R

which can be simply omitted.

How to force a register allocator to assign tmp1 and tmp2 to same register?

* merge the nodes for tmp1 and tmp2 in the interference graph
* this is called **coalescing**

If we always coalesce non-interfering nodes when there are assignments, then our graph may become more difficult to color, and we may in fact need more registers!

Conservative coalescing: coalesce only if merged node of tmp1 and tmp2 will have a small degree so that we are sure that we will be able to color it.

**Example 1**

i = 0

s = s + i

i = i + b

j = i

s = s + j + b

j = j + 1

Live variables:

|  |  |
| --- | --- |
| **code** | **live variables** |
|  | {s,b} |
| i = 0 |  |
|  | {s,b,i} |
| s = s + i |  |
|  | {s,b,i} |
| i = i + b |  |
|  | {s,b,i} |
| j = i |  |
|  | {s,j,b} |
| s = s + j +b |  |
|  | {j} |
| j = j + 1 |  |
|  | {} |

**Example 2**

i = 0

[while](http://scala-lang.org) (i < a) {

s = s + i

i = i + b

}

j = i

[while](http://scala-lang.org) (j < b) {

s = s + j + b

j = j + 1

}
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